
Computer Standards & Interfaces 87 (2024) 103774

Available online 16 July 2023
0920-5489/© 2023 The Author(s). Published by Elsevier B.V. This is an open access article under the CC BY license (http://creativecommons.org/licenses/by/4.0/).

Detecting deviations in the code using architecture view-based 
drift analysis 

Burak Uzun, Bedir Tekinerdogan * 

Information Technology Group, Wageningen University and Research, Wageningen, the Netherlands   

A R T I C L E  I N F O   

Keywords: 
Software architecture reconstruction 
Model-driven development 
Architecture drift analysis 
Architecture drift 

A B S T R A C T   

Context: One of the key requirements for the code is conformance with the architecture. Architectural drift 
implies the diverging of the implemented code from the architecture design of the system. Manually checking the 
consistency between the implemented code and architecture can be intractable and cumbersome for large-scale 
systems. 
Objective: This article proposes a holistic, automated architecture drift analysis approach that explicitly focuses 
on the adoption of architecture views. The approach builds on, complements, and enhances existing architecture 
conformance analysis methods that do not adopt a holistic approach or fail to address the architecture 
viewpoints. 
Method: A model-driven development approach is adopted in which architecture views are represented as 
specifications of domain-specific languages. The code in its turn, is analyzed, and the architectural view speci
fications are reconstructed, which are then automatically checked with the corresponding architecture models. 
Results: To illustrate the approach, we have applied a systematic case study research for an architecture drift 
analysis of the business-to-customer (B2C) system within a large-scale software company. 
Conclusion: The case study research showed that divergences and absences of architectural elements could be 
detected in a cost-effective manner with the proposed approach.   

1. Introduction 

Software architecture design represents the gross level structure of 
the system and defines the systemic design decisions. The architecture 
design, together with the rationale of the design decision, is described in 
the architecture documentation that can be used as a guideline for the 
corresponding implementation. A well-documented architecture is 
crucial for supporting communication among stakeholders, for guiding 
and analysis of the design decisions, and for guiding the organizational 
processes [1–3]. 

Unfortunately, software systems are rarely static and must be 
adapted due to bug fixes or new requirements. If the code and/or the 
architecture are adapted separately, this leads to the so-called architec
tural drift problem [4–8], which refers to the discrepancy between the 
architecture description and the resulting implementation. Architectural 
drift can occur even during the initial implementation of the architec
ture due to a lack of knowledge about the architecture or stringent 
time-to-market constraints. This drift may directly lead to increased 
maintenance time and cost because the important systemic design 

decisions are not followed and lost. Eventually, this can result in a sys
tem where the difference between the code and the system’s architec
ture is so large that a complete system re-implementation is required. 

Manually checking the consistency between the implemented code 
and architecture can be cumbersome and intractable for large-scale 
systems [9]. Hence, automated architecture drift analysis has been 
proposed to automatically check the discrepancy between architecture 
and code. To support architecture drift analysis, a model of the code is 
usually reconstructed, which is then compared to a model of the archi
tecture, after which the discrepancies are highlighted. Three different 
discrepancies can be distinguished: (1) missing architectural elements in 
the implemented code (absence), (2) extra defined architectural ele
ments in the implemented code (divergence), and (3) the implemented 
code having the same architectural elements as the architecture 
(convergence). 

Software architecture is typically modeled using so-called architec
ture views that represent the system from one or more stakeholders’ 
perspectives. By separating the architecture views, the ubiquitous 
notion of the separation of concerns principle is applied, thereby 
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supporting the understandability, maintainability, and complexity 
management of the overall system. Hence, to provide a proper archi
tecture drift analysis, it is important to check whether the guidelines of 
all relevant architecture views have been addressed in the code. 

Our approach builds on, complements, and enhances existing ar
chitecture drift analysis methods that do not adopt a holistic approach or 
fail to address architecture viewpoints explicitly. We adopt a model- 
driven development approach in which architecture views are repre
sented as specifications of domain-specific languages. In this context, the 
given code is analyzed, and the architectural view specifications are 
reconstructed from the code. Using architecture reconstruction, the code 
is analyzed and the necessary views are provided. The architecture drift 
analysis then checks the deviations in the code with respect to the ar
chitecture views. For the architecture framework, we have used selected 
viewpoints from the views and beyond approach [2]. 

To illustrate the approach, we have applied a systematic case study 
research for an architecture drift analysis of the business-to-customer 
(B2C) system within a large-scale software company. The case study 
research showed that divergences and absences of architectural ele
ments could be detected in a cost-effective manner with the proposed 
approach. 

The remainder of the article is organized as follows. Section 2 pro
vides the background on software architecture modeling, software ar
chitecture reconstruction, and architecture drift analysis. Section 3 
presents the proposed architecture drift analysis method. Section 4 
presents the derived metamodeling of architecture viewpoints. Section 5 
describes the architecture viewpoint-oriented software architecture 
reconstruction method in detail. Section 6 presents the implementation 
and the corresponding tool of the presented drift analysis method. 
Section 7 presents the case study research to illustrate and validate the 
approach. Section 8 presents the discussion, Section 9 the related work, 
and finally, Section 10 concludes the article. 

2. Background 

Before we describe the overall method, we first describe the key el
ements that are integrated in the overall process, including software 
architecture modeling (Section 2.1), architecture reconstruction (Sec
tion 2.2), and architecture drift analysis (Section 2.3). 

2.1. Software architecture modeling 

A common practice for describing the architecture according to the 
stakeholders’ concerns is to model different architectural views [2,3, 
10]. Fig. 1 shows the conceptual model related to architecture views. An 
architectural view represents a set of system elements and relations 
associated with them to support a particular concern. Usually, multiple 
architectural views are needed to separate the concerns and as such 
support the modeling, understanding, communication and analysis of 
the software architecture for different stakeholders. Architectural views 
conform to viewpoints that represent the conventions for constructing 
and using a view. Having multiple views helps separate the concerns and 
support the modeling, understanding, communication and analysis of 

the software architecture for different stakeholders. A comprehensive 
approach for modeling software architecture based on viewpoints is the 
Views and Beyond (V&B) approach. The V&B approach defines the 
following view categories: Module view category that is used for doc
umenting a system’s principal units of implementation. Component and 
Connector category that is used for documenting the system’s units of 
execution. Deployment View category is used to document the relation
ships between a system’s software and its development and execution 
environments. Viewpoints are defined as styles which are used to define 
views. Although the V&B approach has defined a predefined set of 
architectural styles, it is also possible to define new styles for particular 
concerns. 

2.2. Software architecture reconstruction 

Software architecture reconstruction (SAR) is a reverse engineering 
process in which the architectural structure of a software system is 
extracted from system entities such as code, log, and documentation. 
Fig. 2 shows a conceptual model for architecture reconstruction. SAR is 
often needed to derive missing or incomplete architecture documenta
tion or to identify and manage architecture drift. SAR methods can be 
applied to derive a single abstract model or extract architecture views of 
the system [11,12]. Hereby, since manual handling of the architecture 
reconstruction process is usually time-consuming and costly, automa
tized methods and tools are proposed. The SAR process results in ar
chitecture documentation that includes a description of a set of 
architecture views for addressing stakeholder concerns. 

2.3. Software architecture drift analysis 

Within the architecture-driven development context, the code must 
be consistent with the architecture (and vice versa). In Table 1 we list the 
definitions for the terms that we use related to architecture drift anal
ysis. In case the architecture elements and the corresponding design 
decisions are not correctly reflected in the code, then we can identify this 
as an architecture drift. The notion of drift also implies the dynamic 
behavior of the problem due to the bugs introduced in the code or the 
need to adapt the code for changing requirements [13]. When 
comparing the architecture elements with the code then we can identify 
three different scenarios. If the relations that are present in the archi
tecture are also found in the implementation, then this is convergent 
relation. In case the architecture relation is not present in the imple
mentation, then this is called an absence relation. Absence relations 
occur of course, during the initial development of the system in which 
the architecture is defined but the implementation is not ready yet. As 
such, in the early phases of the development these absence relations 
might be a lesser concern. Finally, if the implementation includes rela
tion that is not present in the architecture, then this is called divergence 
relation. Architectural violations are due to absence or divergence 
relations. 

An often-used architecture consistency approach is the reflexion 
modeling approach as proposed by Murphy et al. [13]. In principle, a 
reflexion model allows a software developer to view the structure of a 

Fig. 1. Architecture Viewpoint Concepts and their relations (adopted from: [27]).  
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system’s source through a chosen high-level (often architectural) view. 
To check the consistency between the architecture model and the code, 
an abstract model of the code is derived. The two models are then 
compared to each other with respect to earlier defined mapping rules 
between the code and the implementation. The results of the comparison 
are presented to the user through a Reflexion Model. Usually architecture 
drift analysis approaches that apply reflexion modeling include tools for 
modeling the architecture, modeling the mappings, deriving the abstract 
model from the source code, the consistency analysis checker, and the 
generator of the resulting reflexion model. 

3. Viewpoint oriented software architecture drift analysis 

In this section, we present our viewpoint-oriented software archi
tecture drift analysis method. Fig. 3 presents the workflow model that 
defines the steps of the presented approach. Four different swimlanes 
are defined, each representing a distinct role: software architect, soft
ware developer, conformance tool, and reconstruction tool. The left part 
of the figure shows the role of the software architect who creates the 

architecture view models for the system. The right part of the figure 
illustrates the role of the software developer who implements the code 
based on the provided architecture view models. Both processes 
continue throughout the lifecycle of the software system, and thus, over 
time, architecture drift can occur. In many projects, the architecture 
drift is checked manually; however, this does not scale with the 
increasing size and complexity of software projects. Therefore, auto
mated drift analysis is required, which is realized by a dedicated tool, as 
represented by the swimlane, Software Architecture Conformance Tool. 

The tool expects two inputs: architecture models based on the 
various views, and the architecture models based on the implementa
tion. Both inputs, the original architecture model specification and the 
extracted architecture models from the code, reflect architecture views. 
The software architecture reconstruction process extracts architectural 
elements from the code developed by software developers. The extracted 
architectural elements are then analyzed and formed into architecture 
components, which are subsequently derived into architecture view 
models. The models derived from architecture reconstruction and those 
provided by the software architect are compared against each other to 

Fig. 2. Conceptual Model for Architecture Reconstruction.  

Table 1 
Adopted definitions related to architecture drift analysis.  

Architectural 
Drift 

is a phenomenon that occurs when the implemented code of a software system deviates from its intended architecture. This deviation can take the form of 
divergence or absence, as long as it does not violate the architectural constraints. Architectural drift can lead to inconsistencies and increased complexity in the 
system, negatively impacting its maintainability and evolvability. 

Divergence Divergence refers to the situation when the implemented code contains extra architectural elements that were not part of the system’s intended architecture. 
These elements may not violate the architecture but may still introduce inconsistencies or complexities that were not anticipated in the design. 

Absence Absence occurs when the implemented code is missing architectural elements that were part of the system’s intended architecture. This can lead to incomplete or 
incorrect implementations of the system’s intended functionality and negatively impact the overall quality of the software. 

Discrepancy Discrepancies refer to the differences between the implemented code and the intended architecture of a software system. They can manifest as divergence or 
absence, and are indicative of architectural drift. 

Convergence Convergence represents the ideal state where the implemented code and the intended architecture are in alignment, with no discrepancies or deviations between 
them. Achieving convergence implies that the software system has been developed according to its architectural design and adheres to its constraints.  
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identify absences and divergences. It is important to note that the flows 
under conformance and reconstruction tools are automated. 

We have implemented our tool for five architecture viewpoints, 
which include decomposition, shared data, uses, generalization, and 
layered. The subsequent sections of this study provide metamodels for 
the utilized architecture viewpoints and viewpoint-based approaches for 
architecture reconstruction and architecture drift analysis. 

4. Metamodeling of architecture viewpoints 

In order to model the architecture viewpoints, we have first defined 
the corresponding metamodels for the viewpoints and then mapped 
these to domain-specific languages using the Eclipse Ecore model 
[14–16]. The metamodels of the selected viewpoints are shown in Fig. 4. 
These metamodels are represented as Ecore models in the Eclipse IDE. 
Each of these metamodels has been developed after a thorough domain 
analysis of the corresponding viewpoints. For this, we have analyzed the 
viewpoints as discussed by Clements et al. [2], which provides a 
comprehensive approach for documenting software architectures using 
a broad set of viewpoints. In contrast to earlier viewpoint approaches, 
this approach provides a broader set of viewpoints and allows the 
introduction of new viewpoints. We have focused on the module view
points that define the architecture structure based on implementation 
units, that is, modules. The other two categories, the component & 
connector and the allocation viewpoints, do not focus on the imple
mentation concerns and as such are less feasible for our purposes. As can 
be seen from the figure, we have used the following five views: 
decomposition view, shared data view, uses view, generalization view 
and layered view. Architecture models are defined as instances of these 
metamodels. Similarly, architectures extracted from the code (next 
section) is also defined as specifications of these models. 

4.1. Decomposition view 

Due to improvements in software development technology and the 

need for more complex requirements, the software industry is building 
larger and more complex software systems. One way to handle this 
complexity is well-adapted design paradigm called divide and conquer. 
The divide and conquer paradigm is basically breaking down complex 
problems into much smaller and manageable problems so that original 
problem can be solved with ease. One of the first actions taken by 
software architects while designing software systems is to derive 
decomposition view of the software system. Decomposition view visu
alizes the partition of code across different modules and submodules in a 
software system [2]. Decomposing a software system into smaller and 
cohesive parts is a great example of dividing and conquering paradigm. 
Fig. 4 presents metamodel for decomposition viewpoint in which model 
aggregates elements that are in type of module and subsystem. Element 
has a list property called subelements which references other elements 
for keeping submodules of a module. 

4.2. Shared data view 

Due to research in fields like big data and cloud engineering, data
base systems and their usages are getting more and more common. 
Nowadays, lots of software-intensive systems are integrated with some 
kind of persistent data stores which can be relational databases, fil
esystems, messaging queues and nonrelational databases. Since the 
presentation of interaction patterns between software systems and 
persistence data sources are an important aspect of software system 
design. Shared data view presents data sources along with their acces
sors in which accessors may have read or write interactions with these 
data sources. Shared data view is useful when data sources have multiple 
data accessors both reading and modifying the shared data [2]. Also, 
some additional data can be presented along with shared data view 
models such as restrictions for connections, access control authoriza
tions, synchronization mechanisms and data properties. Shared data 
view model aggregates elements and attachments. Elements for shared 
data viewpoint can be repository and data accessor. These elements have 
two different attachments which are data write and data read relations. 

Fig. 3. Workflow Model for the adopted architecture drift analysis approach.  
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4.3. Uses view 

Generally, software systems are decomposed into little pieces due to 
the complexity in software systems which makes them more manageable 
and understandable for all involved stakeholders. Most of the time these 
decomposed pieces depend on each other for performing. Uses view 
presents usage dependencies between these pieces which are called 
modules. Usage dependencies occur whenever module’s correctness 
depends on another module’s correctness [2]. Uses view is insightful 
since the modules presented are the subset of the modules presented in 
decomposition view and it presents special type of relation between 
these modules. Also documenting uses view helps with incremental 
development and deployment [2]. Uses view model aggregates of re
lations and elements. Elements are modules or subsystems and relations 
hold two properties which are source and target elements. 

4.4. Generalization view 

By the nature of domain software system is modeling, it can be 
broken into pieces where some part of the system is more specialized 
version of another part. These specializations denote not just for dif
ference but also commonality between parts. Generalization view pre
sents special type of relation between modules called "is-a" relation [2]. 
This view is useful when extension and evolution of modules [2]. 
Modules in this case are classes or interfaces and generalization view 
presents inheritance or implementation relations between these ele
ments. Inheritance relation exists between class and class or interface 
and interface elements. Moreover, implementation relation exists be
tween class and interface elements. Generalization view model aggre
gates of modules and relations. Relations can be either implementation 
or inheritance and has two properties which are child and parent of that 
relation. 

Fig. 4. Metamodels of the Selected Viewpoints.  
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4.5. Layered view 

Software architecture evolved from copy and paste architecture to 
layered monolith and then to microservices. Both layered monolith and 
microservices divide software architecture units into layers of division 
where layers interact with each other for their correctness. The layered 
view is specialized version of the uses view where layers are cohesive 
group of modules that can interact in one-way direction [2]. Layered 
view model aggregates layers and relations. Relations can be either 
allowed to use below relation or allowed to use relation and hold two 
properties which are the source and target layer. 

5. Viewpoint oriented software architecture reconstruction tool 

We have developed a software architecture reconstruction tool that 
can extract architecture models from the code. The extracted architec
ture models represent the selected architecture views of the systems. We 
have created a library that can be plugged into projects that are pro
grammed using Java as the programming language. The library depends 
on scripting the source code using Java reflection features. We have 
utilized an open-source project for Java runtime metadata analysis to 
fetch classes from the code under test [17]. Complete implementation 
for architecture reconstruction can be found on GitHub [14]. 

The developed architecture reconstruction method derives archi
tecture view models from the code in four steps: pre-processing, 
extraction, analysis and model. We first pre-process the code by 
removing external dependencies and annotating code parts for re
positories and its data accessors. Architecture elements are then 
extracted and mapped to architectural components. The resulting ar
chitecture is represented as Human-Usable Textual Notation (HUTN), 
which conforms to the Meta Object Facility (MOF) from the Object 
Management Group (OMG) for storing models in a human understand
able format. Fig. 5 presents the part of the architecture reconstruction 

library. As can be seen from the figure, the ArchitectureReconstructor 
class has five fields that are responsible for extracting five different 
viewpoints. The results of the extractors are view models, which are then 
translated to HUTN models in reconstruct method. 

Fig. 6 presents the simple usage of the library API. Architecture 
reconstructor object needs to be initialized and reconstruct method with 
the path of code under test should be executed. 

Table 2 reports the pseudocodes for the architecture reconstruction 
code of the selected 5 viewpoints. We have defined an algorithm for each 
viewpoint and implemented them to reconstruct the corresponding ar
chitecture view model. 

Fig. 7 shows, for example, the reconstruction of an architecture 
decomposition view from the code. Hereby, a system is illustrated that 
consists of three sub-modules X, Y and Z. The module X consists further 
of sub-modules X1 and X2, while the module Y consists of sub-modules 
Y1, Y2, and Y3. In a similar sense, the reconstructed architecture code 
views are easily extracted. 

6. Viewpoint oriented architecture drift analysis tool 

In the previous section, we have introduced the method to extract the 
software architecture models from the code. At this stage, we have both 
the reconstructed and original architecture ready for drift analysis. We 
used Epsilon Comparison Language (ECL) to compare different archi
tecture models that conform to the same metamodel of the corre
sponding viewpoint. ECL is rule driven domain specific language for 
comparing different or same type of models [16]. Complete imple
mentation can be found on github [18]. The following subsections 
elaborate on the implementation of the architecture drift analysis. Sec
tion 6.1 describes the implementation of the architecture drift analysis 
for each of the five viewpoints. Section 6.2 describes the results of the 
execution of the code. Finally, Section 6.3 presents the overall tool 
environment. 

Fig. 5. Architecture Reconstruction Library Details.  

Fig. 6. Architecture Reconstruction API Usage.  
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6.1. Implementation of architecture drift analysis for each viewpoint 

The drift analysis pseudocode for each viewpoint is primarily based 
on the elements and structure of the metamodels that we have presented 
in Fig. 4. In Table 3 we first report the corresponding derived pseu
docodes for each architecture viewpoint. Each of the pseudocodes 
checks whether the required architecture elements from the corre
sponding viewpoints are whether present or absent in both the original 

architecture view and the reconstructed architecture view. The pseu
docodes of Table 3 have all been implemented using ECL. 

Fig. 8 shows the ECL code for comparing decomposition views as 
described in Table 3. A rule is defined to match the modules in the 
original and reconstructed decomposition view of an architecture. 
Matching is performed between original architecture(l) and recon
structed architecture(r). In alignment with the pseudocode and the 
metamodel, the rule compares the two models by checking whether the 
name of the modules as well as the subelements equality match. 

Fig. 9 presents the ECL code for comparing reconstructed and orig
inal uses views of an architecture, which consists of two comparison rules 
for modules and relation elements. Reconstructed and original uses 
views of an architecture are compared by checking the equality in the 
module’s name and relation’s source and target modules. 

Table 2 
Pseudocodes for reconstructing view models per architecture viewpoint.  

Viewpoint Pseudocode 

Decomposition  • Find all classes for given path  

• For each class  

○ Add package name to set  

○ Tokenize the package name by "." and add them to 

set  

• For each package name  

○ Find subelements that begins with package name  

○ Create a decomposition module object with name 

and subelements 

Uses  • Find all classes for given path  

• For each class  

○ Create uses module  

○ Create uses relation for each declared field type  

○ Create uses relation for each method parameter 

types  

○ Create uses relation for each method return types 

Generalization  • Find all classes for given path  

• For each class  

○ Create generalization module  

○ Create inheritance relation for each parent 

class  

○ Create implementation relation for each 

implemented interface 

Layered  • Find all uses relations  

• Filter uses relations where no circular dependency 

exists 

Shared Data  • Manually annotate data accessor classes with @Repo  

• Manually annotate data accessor methods with @Read 

and @Write  

• Create repositories for each repository used by 

data accessors  

• Create data accessors for each class annotated with 

@Repo  

• Create data read for each method annotated with 

@Read  

• Create data write for each method annotated with 

@Write  

Fig. 7. Example HUTN model for the decomposition view.  

Table 3 
Pseudocode for the architecture drift analysis.  

Viewpoint Comparison Pseudocode 

Decomposition  • For each module  

○ Module names must match  

○ Modules subelements must match 

Uses  • For each module  

○ Modules name must match  

• For each relation  

○ Relations source module and target module must 

match 

Generalization  • For each module  

○ Modules name must match  

• For each implementation and inheritance relation  

○ Child and parent module of the relation must match 

Layered  • For each module  

○ Modules name must match  

• For each allowed to use below relation  

○ Relations source module and target module must 

match 

Shared Data  • For each repository  

○ Repository name must match  

• For each data accessor  

○ Data accessor name must match  

• For each data read  

○ Data read repository must match  

○ Data read accessors must match  

○ Data read qualifier must match  

• For each data write  

○ Data write repository must match  

○ Data write accessors must match  

○ Data write qualifier must match  
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Fig. 10 presents the ECL code for comparing reconstructed and 
original generalization views of an architecture. The comparison is per
formed on three elements of generalization viewpoint: module, imple
mentation relation and inheritance relation. Module comparison checks 
for the equality between original and reconstructed views for the name 
property of modules. Both implementation and inheritance comparison 
check the equality of child and parent in corresponding relations. 

Fig. 11 presents the ECL code for layered views. Comparisons are like 
the comparisons for the uses viewpoint. The only difference is the 
naming of the elements, whereas layer maps to the module and allowed 
to use below maps to relation rule. Layer comparison checks for the 
name equality and allowed to use below comparison checks matching 
the source and target layers of these restricted relations. 

Fig. 12 presents the ECL code for shared data views. The set of rules as 
shown in the figure compares the reconstructed and original shared data 
views of an architecture. Two elements repository and data accessors are 
compared their name equality. Data read and write rules are compared 
by matching their data accessors, repositories and respective properties. 

6.2. Results of the architecture drift analysis 

The result of the execution of each ECL rule implementations in the 
previous sub-section is an array object that holds information about 
matches (convergence, absence and divergence) between the compared 
two view models. Matches contains information about what are being 
compared and if there are discrepancies or not. This object alone does 
not add much value, so we needed to extract matched elements 
(convergence), elements present in reconstructed view but not in orig
inal view (divergence) and elements present in original view but not 
present in reconstructed view (absence). Fig. 13 presents a code piece to 
extract this information from the mentioned data array. The first for loop 
statement extracts convergence relations between the original and 

reconstructed architecture. The second for loop statement extracts both 
divergence and absence relations between the original and recon
structed architecture. 

Fig. 14 presents a sample output from decomposition ECL code 
execution. In this execution we used the sample model from Fig. 7 as an 
original decomposition view. We introduced a new module named K 
with its subelements K1 and K2 beneath module X and removed module 
Z completely from the view. In the figure, we can see that untouched 
module of X1, X2, Y, Y1, Y2 and Y3 are matched between the original 
and reconstructed view. However, modules X, Z and S did not match the 
modules in the reconstructed decomposition view. Moreover, modules 
S, X, K, K1 and K2 of reconstructed decomposition view did not match 
the ones in the original architecture. 

6.3. Eclipse tool 

Fig. 15 shows the eclipse workbench for software architecture drift 
analysis. The left part shows the package explorer in which we have 
partitioned our logic by each viewpoint. Each viewpoint consists of a 
metamodel file, executable ant build file, ECL file and two architecture 
view models in HUTN format. The section on the top right shows the 
editor support from the Eclipse Epsilon from framework. The lower right 
section presents the execution result of the ant build file, which prints 
out architecture deviations. 

7. Case study design 

To validate our architecture drift analysis approach, we have adop
ted the case study empirical evaluation protocol discussed by Runeson 
and Höst [19]. The protocol consists of the following steps: (1) case 
study design, (2) preparation for data collection, (3) execution with data 
collection on the studied case, (4) analysis of collected data (5) 

Fig. 8. ECL code for comparing decomposition views.  

Fig. 9. Uses Viewpoint ECL Code.  

Fig. 10. Generalization Viewpoint ECL Code.  
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reporting. Table 4 reports the case study design steps for the selected 
case study. 

The case study design approach is in the category of the applied 
research type. As such, the primary purpose is to understand the impact 
of adopting the architecture drift analysis approach within the real in
dustrial context. One research question has been defined, which relates 
to how effective the adopted architecture drift analysis is. The effec
tiveness of the proposed approach is calculated by the number of di
vergences and absences discovered on the implementation of the system 
with respect to present divergences and absences. To this end, we have 

applied the fault injected real code approach to detect the in
consistencies. We have reconstructed relevant architecture views from 
the implementation and applied drift analysis using the described tool. 
We have applied exhaustive testing to trigger every flow path in Table 3 
for each architecture view in an industrial case study. As shown in 
Table 4, our first-degree information sources are software developers, 
meetings and interviews. We also analyzed technical reports, technical 
documents along with the source code as second-degree information 
source. At last, we analyzed official documents provided by the company 
to other stakeholders as a third-degree information source. Table 4 also 

Fig. 11. Layered Viewpoint ECL Code.  

Fig. 12. Shared Data Viewpoint ECL Code.  

Fig. 13. Conformance and Deviation Extracting ECL Code.  
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reports the data collection methods from the information sources. We 
have conducted semi-structured interviews and meeting with the soft
ware developers. Then, we independently analyzed technical reports 
and official documents. Finally, the results of the previous steps have 
been reported. 

7.1. Industrial case study: E-commerce 

In this section, we outline the industrial case study utilized for 
validating our approach. Due to confidentiality constraints, the private 
company’s name is withheld. Our approach has been applied within a 
real-world industrial context for e-commerce software. There are five 
primary e-commerce software categories: business-to-business (B2B), 

Fig. 14. Sample Output from Execution.  

Fig. 15. Snapshot of the eclipse workbench showing the architecture drift analysis.  

Table 4 
Case study design.  

Case Study Design Activity Case Study 

Goal Assessing the effectiveness of the adapted architecture drift analysis approach 
Research Questions RQ1: How effective is the adopted architecture drift analysis approach and tool? 
Background and source Software Engineers (1st degree) 

Meetings and interviews (1st degree) 
Technical documents and reports (2nd degree) 
Source Code (2nd degree) 
Official documents (3rd degree) 

Data Collection Direct data collection through semi-structured interviews and meetings 
Independent data collection based on document analysis (the papers and technical reports) 
Indirect data collection based on source code analysis. 

Data Analysis Quantitative Data Analysis using Tables  
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business-to-customer (B2C), customer-to-business (C2B), customer-to- 
customer (C2C), and public administration. In this case, we focus on a 
B2C e-commerce system, which serves approximately eighteen million 
customers for monetary transactions, generating massive amounts of 
data related to customer transactions across various company ecosys
tems. We present the architecture view models for each viewpoint 
introduced earlier, using the original architecture models of the system 
for drift analysis, along with the deviated architecture models. The 
codebase, from which we derived the architecture models, consists of 
around forty thousand lines of code. Each team has a software architect 
who has a strong understanding of the problem domain and other sys
tems within the company’s ecosystem. The standard process for initi
ating a project within the company can be summarized in three steps: 
First, business analysts gather functional and non-functional re
quirements for the system. Second, the software architect assigned to the 
implementation team begins designing the high-level architecture. 
Lastly, software developers implement the requirements based on input 
from software architects and business analysts. Throughout this process, 
developers collaborate closely with the software architect to design the 
low-level architecture. 

7.1.1. Shared data view 
Fig. 16 presents the shared data view for the original architecture. It 

has one repository with add, delete, update and query methods on a 
single database called DB. 

7.1.2. Decomposition view 
Fig. 17 presents the decomposition view for the original architecture. 

There are nested packages inside each other and a total of twenty-two 
packages. As can be seen, form the figure samplecase package is 
divided into controller, service, util, repository and infra. Each of these 
packages is decomposed into smaller packages, forming the decompo
sition relation between the packages in a hierarchy, which can also be 
seen from the figure in detail. 

7.1.3. Uses view 
The uses view of the system is shown in Fig. 18. Here the arrows 

represent a uses relation that defines the dependency on the correct 
function of a module to the used module. As can be seen from the figure, 
there are 18 modules, and 24 uses relations between these modules. The 
most used module is infra.maintenance.log module, and the rest of the 
uses relations are distributed similarly between the modules. 

7.1.4. Layered view 
Fig. 19 shows the layered view of the original architecture. The 

controller is the highest layer in the architecture where it is allowed to 
use its sub-packages, service and the security packages from infra
structure. Moreover, the security layer has its own layering within 
where infra.security.dto package is the lowest layer in this view. We can 
also notice that infra.maintenance.log is used by three higher layers in 

different ranking which are: controller, service and repository. The service 
layer is allowed to use the repository and its sub package helper. This 
layer then allowed to use util, infra.maintenance.alert and infra.security. 
authorization. 

7.1.5. Generalization view 
In the system, we have also defined the generalization view to show 

the generalization specialization relations among the modules in the 
system. Fig. 20 presents a generalization view of the original architec
ture. In the figure, blue squares denote interfaces, black squares denote 
classes, dotted arrows denote the implementation relation and solid 
arrows denote extension relation. In the figure, three types of general
izations are shown including interface extensions, class extensions and 
interface implementations. Class can extend another class and class can 
implement an interface. However, interface can only extend another 
interface. As can be seen from the figure there are 21 classes, 6 in
terfaces, 9 inheritance relations and 9 implementation relations. 
Implementation relations are between classes and interface whereas 
extension relations are between the same type of entities (eg: class to 
class, interface to interface). 

Based on the architecture documentation that consists of view de
scriptions, the system has been implemented. For the development and 
maintenance of the system, many developers and testers have been 
assigned who is responsible for the continuous maintenance and evo
lution of the system. For managing such a large system, it is important 
that the corresponding code is consistent with the architecture. Testing 
is carried out for different quality concerns. One important concern is 
also the alignment with the architectural design decisions. 

7.2. How effective is the adopted VOSACAM approach? 

In this section, we explain our exhaustive fault-based testing on our 
case to validate our adapted approach. Software testing is considered to 
be fault-based testing when the objective is to demonstrate an absence of 
predefined faults [20–22]. Therefore, we created a mutant copy of our 
case per architecture viewpoint according to criteria defined in Table 3. 
A mutant copy of a program is a program under test seeded with 
structural changes or bugs [23,24]. In our approach, we are executing 
ECL scripts on the reconstructed architecture (mutant copy) and original 
architecture of the case to detect and kill all mutants. Killing mutant is 
detecting the injected bug on our reconstructed architecture which im
plies that our approach is effective at finding real-life defects. In our Fig. 16. Shared data view of adopted project infrastructure.  

Fig. 17. Decomposition view of adopted project infrastructure.  
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experiments, we introduced absence and divergence of relations which 
corresponds to the removal and altering of a relation. Each viewpoint 
includes its own absence and divergence relations depending on the 
structure of the architecture viewpoint. Different strategies for mutation 
testing can be identified based on either first-order or high-order mu
tants. Jia and Harman introduced higher-order mutation testing in 
which mutation operators are applied more than once in their study 
[25]. For our testing purposes, this is inapplicable since our operators 
are conflicting with each other meaning that a relation cannot be 
removed and altered consecutively. Therefore, we applied first-order 
mutation testing. 

Firstly, we generated the reconstructed architecture from the code 
using our novel software architecture reconstruction method presented 
in Section 5. These architecture view models are regarded as the original 
architecture of the system. Afterwards, we made changes to the system 
implementation in order to reconstruct the implemented architecture 
(mutant architecture) of the case study. Subsequently, we use our ar
chitecture drift analysis described in Section 6. The rest of this section 
provides mutants we created and the result of our approach per each 
viewpoint. 

7.2.1. Shared data viewpoint 
We have modified the implemented code as follows and run our 

architecture reconstruction method to extract the drifted software ar
chitecture model for shared data viewpoint:  

a) Add a new database called DB2  
b) Add a new repository called repository2  
c) Add both insert and search methods to repository2  
d) Change add method type to data read  
e) Change query method type to data write 

Fig. 21 presents the execution result for shared data viewpoint drift 
analysis. We can see that the original architecture has two unmatched 
items, which are query and add methods, whose types were changed in 
the reconstructed architecture. Also, we can see six unmatched items 
from the reconstructed architecture. Four of them are newly added items 
and the remaining two of them were changed from the original 
architecture. 

7.2.2. Decomposition viewpoint 
We have modified the implemented code as follows and run our 

architecture reconstruction method to extract the drifted software ar
chitecture model for the decomposition viewpoint:  

a) Add a new service package under maintenance  
b) Remove the dto package from the authentication package 

We expect to detect unmatched dto and authentication packages 
from the original architecture. Furthermore, we also expect to detect 
newly added service packages and diverged maintenance packages at 
the reconstructed architecture. Fig. 22 presents the output of 

Fig. 18. Uses view of the adopted project infrastructure.  

Fig. 19. Layered view of adopted project infrastructure.  
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Fig. 20. Generalization view of adopted project.  

Fig. 21. Shared data architecture drift analysis result.  

Fig. 22. Decomposition viewpoint drift analysis result.  
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architecture drift analysis between the original and the reconstructed 
architecture. We can see that removing dto package from under the 
authentication package caused nesting packages to diverge with respect 
to the original architecture. On the reconstructed architecture side, we 
can see a similar effect as dto package is not present, it causes nesting 
packages to diverge from the original architecture. Also, new service 
package is added under maintenance which triggered divergence both in 
original and reconstructed architectures. Maintenance in the original 
architecture was not matched with the reconstructed architecture. 
Whereas maintenance and service packages in the reconstructed archi
tecture were not matched to the original architecture. 

7.2.3. Generalization viewpoint 
We have modified the implemented code as follows and run our 

architecture reconstruction method to extract the drifted software ar
chitecture model for a generalization viewpoint:  

a) Change type Authentication from class to interface  
b) Add a new class EnvironmentConfiguration  
c) Extend the EnvironmentConfiguration from Configuration class  
d) Add a new interface ComplexLogger  
e) Extend the ComplexLogger from Logger  
f) Add a new class ConcreteLogger  
g) Implement the Logger at ConcreteLogger  
h) Remove the Entity interface 

Fig. 23 shows the execution result of the drift analysis. Architecture 
Drift analysis shows that there are three divergences from the original 
architecture due to the removal of the Entity interface and changing type 
Authentication from class to interface. Also, there are seven new ele
ments that are existing in the reconstructed architecture that does not 
exist in the original architecture. First, divergence relates to changing 
the type of Authentication in which the relationship between Locatio
nAuthentication changes from inheritance to implementation. The sec
ond and third divergences are due to the introduction of ConcreteLogger 
and its implementation relation with Logger. Fourth and sixth di
vergences are due to introduction ComplexLogger and its inheritance 
relation with Logger. The fifth and seven divergences are due to the 
introduction of EnvironmentConfiguration and its inheritance relation 
with Configuration. 

7.2.4. Uses viewpoint 
We have modified the implemented code as follows and run our 

architecture reconstruction method to extract the drifted software ar
chitecture model for uses viewpoint:  

a) Add a new uses relation from infra.maintenance.monitor module to 
util module  

b) Remove the relation between repository and infra.repository 
modules 

Fig. 24 shows the execution result of architecture drift analysis for 
the uses viewpoint. As can be seen from the figure, architecture drift 

analysis detected one divergence (newly added relation) and one 
absence (removed relation) between architecture models. 

7.2.5. Layered viewpoint 
We have modified the implemented code as follows and run our 

architecture reconstruction method to extract the drifted software ar
chitecture model for layered viewpoint:  

a) Remove the uses relation between infra.configuration and infra. 
maintenance.log modules  

b) Add a new uses relation from repository module to controller module  
c) Add a new uses relation from util module to service.helper module  
d) Add a new uses relation from controller module to infra.security. 

authorization.dto 

Fig. 25 presents the results of the architecture drift analysis execu
tion result. We can see that due to the first three changes reconstructed 
architecture has seven absent allowed to use relation. Moreover, the last 
change caused divergence in the reconstructed architecture from the 
original architecture. We can see that the biggest impact was done by the 
second change in which we introduced a cyclic relation in layered 
relation. This change caused all layered relations between controller, 
service and repository to be violated. 

Table 5 reports the execution result of our approach with respect to 
each viewpoint. The table consists of three sections which are diver
gence, absence and conformance relations. The first section gives an 
execution result for divergence relations for each architecture view
point. In a divergence relation, the reconstructed architecture has ele
ments that are not present in the original architecture. The first column 
for this section shows the number of divergence relations after the fault 
injection process and the second column shows the number of diver
gence relations discovered by our tool. Moreover, the second section 
gives an execution result for absence relations for each architecture 
viewpoint. In an absence relation, the reconstructed architecture is 
missing architectural elements that are present in the original archi
tecture. The first column for this section shows the number of absence 
relations after the fault injection process and the second column shows 
the number of faults discovered by our tool. Finally, the last section 
shows the conformance relations per architecture viewpoint. In a 
conformance relation, both the reconstructed and the original archi
tectures share same architectural elements. The first column for this 
section shows the number of conformance relations after the fault in
jection process and the second column shows the number of confor
mance relations found. As can be inferred from the table, our approach 
has full coverage of both divergence and absence detection in archi
tecture drift analysis. 

8. Discussion 

The contribution of this paper lies in the proposal and implementa
tion of a viewpoint-oriented software architecture drift analysis method 
that specifically addresses the need for multiple architectural viewpoints 
when analyzing and maintaining complex software systems. The 

Fig. 23. Generalization viewpoint architecture drift analysis result.  
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motivation for incorporating multiple viewpoints stems from the fact 
that they provide a better representation of the system from various 
stakeholders’ perspectives, thereby facilitating the understanding, 
maintainability, and complexity management of the overall system. 
While an integral architectural model provides a unified view of the 
software architecture, it may not sufficiently capture the unique con
cerns and perspectives of different stakeholders. The use of multiple 
viewpoints allows for a more comprehensive analysis of the architecture 
by explicitly addressing the specific concerns of each stakeholder. This 
enables a more targeted and efficient architecture drift analysis, as it 
allows the identification and resolution of discrepancies in the areas that 
matter most to each stakeholder. Other proposals may indeed use 
different architectural models as needed; however, our approach em
phasizes the importance of adopting a viewpoint-oriented method that 
explicitly caters to the diverse concerns of stakeholders, which may not 
be adequately addressed in other approaches. The introduction of soft
ware architecture reconstruction and analysis tools is crucial for our 
viewpoint-oriented approach. While there are existing tools for reverse 
engineering code into architectural models or drift analysis, they may 
not be designed to support multiple architectural viewpoints or tailored 
to the specific concerns of various stakeholders. Our approach and its 
corresponding tooling are specifically developed to handle the unique 
requirements of a viewpoint-oriented architecture drift analysis. 

Our architecture drift analysis approach has been evaluated with 
respect to effectiveness. We have conducted an industrial case study to 
assess the effectiveness of our approach using a case study protocol 
defined by Runeson and Höst [26]. While the system used in the case 
study is an actual industrial system, the use of mutants was chosen as a 
means to simulate possible deviations and evaluate the effectiveness of 
the architecture drift analysis approach in a controlled setting. This 

allowed us to systematically evaluate the performance of the proposed 
approach in detecting these inconsistencies. Although the analysis was 
not performed during the actual development of the system; however, 
the case study still provides valuable insights into the effectiveness of the 
architecture drift analysis approach when applied to a real-world sys
tem. The industrial context is reflected in the system’s complexity and 
scale, as well as the involvement of software developers, meetings, in
terviews, and analysis of technical reports and documents related to the 
system. Based on this evaluation, we can state that the approach was 
effective in detecting deviations between the original and final archi
tecture of the software system which are absence and divergence re
lations. It executes successfully on an industrial software system and 
presents plausible results. We used a syntactic approach as many 
conformance analysis approaches did. The approach could be further 
extended with semantic-based approaches (e.g. using ontologies). We 
consider this as a our future work. 

Similar to any case study research, our study also has some validity 
threats. Internal validity refers to the casual relation between treatment 
and outcome. While assessing the effectiveness of the suggested 
approach, we have applied formal fault-based testing and reported the 
results in an isolated environment that no external variable can affect. 
One can argue that injected violations are not real-world system faults 
but faults our approach aimed to detect do not change in real-world 
systems. Nevertheless, our experiments are executed on real industrial 
case. External validity refers to concern of generalizing the results of a 
scientific study. In our case study, we have applied our suggested 
approach on B2C e-commerce system. However, architecture deviation 
problem is not related to specific domain but characteristic problem 
which might occur when software is developed. Also, our approach is 
executed under one case study but what really matters in our context is 

Fig. 24. Uses viewpoint architecture drift analysis execution result.  

Fig. 25. Layered viewpoint architecture drift analysis execution result.  

Table 5 
Execution result of our approach.  

Viewpoint Divergences Absences Conformances 

# of Divergences 
Present 

# of Divergences 
Found 

# of Absences 
Present 

# of Absences 
Found 

# of Conformances 
Present 

# of Conformances 
Found 

Generalization 
Viewpoint 

7 7 3 3 70 70 

Decomposition 
Viewpoint 

6 6 6 6 16 16 

Layered Viewpoint 1 1 7 7 28 28 
Uses Viewpoint 1 1 1 1 59 59 
Shared Data Viewpoint 6 6 2 2 4 4  
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not the number of case studies but the size and complexity of the sys
tems. In our approach, we have adopted five different viewpoints, 
defined the metamodels and domain-specific languages for these, 
implemented the viewpoint-oriented software architecture reconstruc
tion method and implemented viewpoint-oriented software architecture 
drift analysis. The approach is generic enough and could be generalized 
for different viewpoints and different software system in any domain. As 
stated before, the system that is being developed can be a complex 
system, and hence, we could state that we have adopted a sufficiently 
representative system to support the external validity. Obviously, in 
practice, even larger systems could be identified, but the properties of 
architecture code consistency will be similar. In our future research, we 
will focus on further applications of the approach. 

The topic of this paper, focusing on detecting and analyzing archi
tectural drift, has implications for the enforcement and compliance of 
architectural standards and guidelines in the context of software 
development. Architectural standards are crucial for maintaining soft
ware quality, ensuring consistency across different systems, and facili
tating communication among stakeholders. By providing a rigorous 
method to automatically identify discrepancies between the designed 
and implemented architectures, our approach contributes to the 
adherence and enforcement of established architectural standards in the 
software development process. Furthermore, our adoption of widely- 
accepted architecture view modeling notations and methodologies re
inforces our commitment to integrating our approach with current in
dustry practices and de facto standards. Thus, we believe that our 
research findings are not only interesting but also directly relevant to the 
application of standards in the development of computer systems, 
making our work well-suited for the journal’s scope and audience 

9. Related work 

This study builds on our earlier study [27] which focuses on archi
tecture conformance analysis using a model-based testing approach for 
checking the consistency between architectural models and the code. 
The main objective of this earlier work was to automatically derive test 
cases from architectural views to check the architectural constraints in 
the code, assuming the architecture is correct and the code needs to align 
with it. In contrast, this study presents a viewpoint-oriented software 
architecture drift analysis method that specifically targets divergence 
relations, emphasizing the importance of architectural viewpoints in 
addressing the discrepancies between the architecture description and 
the code. This approach provides an integrated, stakeholder-focused 
analysis to ensure that architecture drift analysis is effective and rele
vant for all parties involved. In summary, while the earlier paper focuses 
on architecture conformance analysis using a model-based testing 
approach, the new paper presents a viewpoint-oriented software archi
tecture drift analysis method that specifically targets divergence re
lations and emphasizes the importance of architectural viewpoints. This 
new approach offers a more comprehensive and stakeholder-focused 
analysis, with practical applicability and relevance in real-world 
scenarios. 

Our earlier study [28] focuses on addressing the architectural drift 
problem by introducing a notation based on design structure matrices. 
The main contribution of the earlier work is the introduction of design 
structure reflexion matrices (DSRMs) as a complementary and succinct 
representation of the architecture and code, supporting qualitative and 
quantitative analysis and refactoring. The focus, the problem statement 
and the adopted approach is thus different. 

Several studies have been proposed for architecture drift analysis or 
also called architecture conformance analysis. Architecture confor
mance analysis can both be driven in the code level or architecture level. 
Code-level architecture conformance analysis is where software archi
tecture models are transformed into code-level tests which are then 
executed against code under test. Architecture level conformance anal
ysis is where software architecture models are reconstructed and 

executed against architecture under test. In our previous work [11] we 
have conducted a domain-driven analysis of architecture reconstruction 
methods in order to create a feature model and generic business process 
model from 17 studies that we have selected. We have developed a novel 
reconstruction method based on the outcome of the synthesis of the 
identified primary studies. In [27], we have adopted a model-based 
testing approach for deriving test cases to be used for architecture 
conformance analysis. However, as stated before, in that study we 
focused on generating test cases that can be used to check the compli
ance with the architecture and thus the absence relations. In this study 
however we focus on the deviations in the code that are not represented 
in the architecture, thus divergence relations. 

Architecture reconstruction has been addressed in several studies. In 
[29] also a software architecture reconstruction method based on ar
chitecture viewpoints is presented. The method uses natural language 
processing and string parsing to reconstruct UML architecture models. In 
[14] an approach is presented that uses source files names in clustering 
algorithms for reconstructing architecture models from the result of the 
applied algorithm. In [30] a method is presented similar to [29] which is 
based on architecture viewpoints using clustering algorithms and 
generating customer architecture models that are conforming to meta
model defined in the study. 

Various studies propose different approaches for architecture 
conformance analysis. In [14], the authors propose a tool called 
SCHOLIA that extracts runtime object graph (ROG) to derive ownership 
object graph (OOG), which represents the static hierarchical relations 
within software systems from the code. This study utilizes annotated 
code and executes conformance analysis between the generated model 
and existing model automatically. The tool has been evaluated using a 
case study. In study [19], the authors propose a conformance analysis 
tool called jRMTool utilizing reflexion modeling. The corresponding tool 
is evaluated for an internally used application in an organization. 
Reflexion model (RM) is created from the code and pre-defined archi
tecture model. RM model is then analyzed for detecting divergence and 
absence relations for conformance analysis. Study [11], focuses on the 
architecture constraint analysis to detect whether original architecture 
and resulting architecture conforms to each other or there are deviations 
in this relation. Authors propose tool called dclcheck that executes 
architectural constraints defined by software architect against the code 
to detect any violation. Detected violations means that there is an 
erosion in the software architecture which leads to nonconformance 
between original architecture and the code. Study [31] proposes a tool 
called ArchRuby to detect architectural violations in the code similar to 
study [11]. Architectural rules are defined and executed against source 
code to detect architectural erosions which leads to nonconformance 
between original architecture and the resulting code. RM model is 
created from the rule executions and analyzed for detecting divergence 
and absences relations. Study [21] presents a tool called LISA to check 
software systems against the reference architecture defined. At first tool 
reconstructs architecture models from the code in LISA model format 
and then apply conformance analysis. Study [32] proposes yet another 
tool called ConQAT in which graph-based model is reconstructed from 
code and then if same mappings are checked for existence between 
original architecture and reconstructed architecture model. Study [33] 
proposes a tool extends static analysis platform Magellan. Firstly, tool 
reconstructs software architecture from the code by static analysis of 
files. Then predefined constraints are executed on the reconstructed 
architecture to detect deviations in the architecture. Study [34] presents 
a tool called SAVE, which reconstructs architecture models from code in 
Data model format. Then reconstructed architecture and original system 
architecture are checked for absence and divergence relations. Study 
[25] proposes ExplorViz tool, which is a web-based architecture model 
visualization tool. Authors argue that manual conformance analysis can 
be performed using tool by checking architecture model and then 
analyzing code. Study [35] proposes a tool called SARTE, which takes 
input of software architecture specifications as form of finite state 
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process model (FSP), test criteria. Tool generates test cases that are 
mapping architectural constraints to source code level. Study [36] pre
sents a tool called CHARMY which transforms original architecture of 
software systems into code level tests. Tests are executed against the 
source code manually to detect the violations against the original 
architecture. 

Table 6 reports the summary of the related work for architecture 
conformance analysis. The first row represents the method that we have 
proposed in the article, while the others represent the related ap
proaches. We have focused on seven different features to characterize 
these studies. The first column shows whether the indicated approach 
uses architecture reconstruction or not. It appears that not all studies 
depend on architecture reconstruction; these methods map architectural 
specifications to code level testing. Conformance analysis is both done at 
the architecture level and code level. The table also reports that most of 
the studies checked absence and divergence relations together and only 
four studies checked for only one relation. We can also derive from the 
table that there is also no unified architecture model type for carrying 
out architectural conformance analysis. The most used architecture 
model types are RM and HUTN models. None of the studies explicitly 
focus the notion of viewpoints, but we still derived and interpreted 
which architecture viewpoint conformance analysis that have been used 
in the conformance analysis. We can see that uses, decomposition and 
layered viewpoints are the mostly used viewpoints. Furthermore, we can 
see most of the studies are using automated tools but there are some 
tools that are not fully automated and use manual checking. The studies 
that were checked do not evaluate the approach using a formal case 
study research protocol. Given this result, we can conclude that our 
approach is both complementary to the existing approaches and novel in 
the sense that it provides an integrated viewpoint oriented approach 
that is validated within an industrial context. 

To sum up, our approach offers several key differences and main 
contributions when compared to the related work presented:  

• Focus on divergence relations: While our previous study [27] and 
other approaches primarily concentrate on the absence relations, our 
current approach specifically addresses the deviations in the code 
that are not represented in the architecture, thus targeting diver
gence relations.  

• Viewpoint-oriented method: Unlike other studies, our approach 
explicitly focuses on the notion of architectural viewpoints. This 
enables a more comprehensive and stakeholder-focused analysis, 
ensuring that the architecture drift analysis is relevant and effective 
for all parties involved.  

• Integrated and validated within an industrial context: Our method is 
both complementary to existing approaches and novel, as it offers an 
integrated viewpoint-oriented approach that has been validated 
within an industrial context. This demonstrates the practical appli
cability and relevance of our approach to real-world software 
systems.  

• Automated analysis: Most of the studies in the related work use 
either manual or semi-automated checking, while our approach 
emphasizes automated analysis for efficiency and scalability, 
particularly for large and complex software projects.  

• Formal case study research protocol: Our approach is one of the few 
that has been evaluated using a formal case study research protocol, 
which strengthens the reliability and validity of our findings. 

10. Conclusion 

Software systems are seldom static, frequently requiring adaptations 
to address bugs or accommodate new requirements. The architectural 
drift problem, prevalent in many software projects, signifies the 
discrepancy between the architectural description and the resulting 
implementation [14]. Addressing the architectural drift problem to 
ensure alignment between the code and the architecture is crucial for 
guiding and managing software projects. In this article, we introduce a 
comprehensive, model-driven architecture conformance analysis 
approach to assess the consistency between architectural views and their 

Table 6 
Overview of existing architecture conformance analysis and architecture reconstruction method.  

Tool / Conformance 
Analysis Feature 

Architecture 
Reconstruction 
Applied 

Conformance Analysis 
Execution Level 

Checked 
Relations 

Architecture View Architecture 
Model Type 

Execution Case Study 
Protocol 
Applied 

VOSACAM Yes Architecture Level Divergence 
Absence 

Decomposition Shared 
Data Uses 
Generalization Layered 

HUTN Automated Yes 

MDABT No Code Level Divergence Decomposition 
Shared Data Uses 
Generalization Layered 

HUTN Automated Yes 

SCHOLIA Yes Architecture Level Divergence 
Absence 

Generalization Uses OOG Semi- 
automated 

No 

jRMTool Yes Architecture Level Divergence 
Absence 

Uses RM Semi- 
automated 

No 

dclcheck No Code Level Divergence 
Absence 

Uses 
Layered Generalization 

NA Automated No 

ArchRuby No Code Level Divergence 
Absence 

Uses RM Automated No 

LISA Yes Architecture Level Divergence 
Absence 

Decomposition Layered 
Uses Generalization 

LISA Automated Yes 

ConQAT Yes Architecture Level Absence Decomposition 
Uses 
Layered 

Graph Automated No 

Magellan Ext Yes Architecture Level Divergence 
Absence 

Decomposition 
Uses 

LogEn Automated No 

SAVE Yes Architecture Level Divergence 
Absence 

Decomposition 
Uses 

Data Semi- 
Automated 

No 

ExplorViz No NA Divergence 
Absence 

NA NA Manual No 

SARTE No Code Level Absence Uses 
Decomposition 

FSP Semi- 
Automated 

No 

CHARMY No Code Level Absence Uses 
Decomposition 

Charmy Specs Manual No  
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corresponding reconstructed views derived from the code. We have 
employed five distinct viewpoints, each with their respective meta
models and domain-specific languages. For every viewpoint, we have 
implemented a software architecture reconstruction method, a 
viewpoint-oriented software architecture conformance analysis, and a 
supporting toolset. We have applied our approach and tools to a case 
study involving a commercial company. In conclusion, our method 
serves as a complementary addition to existing approaches, offering a 
novel, integrated, and viewpoint-oriented solution that has been vali
dated in an industrial context. Both the approach and the toolset are now 
in use by the company featured in the case study. In our future work, we 
aim to apply our approach and tools to various other case studies. 
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