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Abstract—  A physical protection system (PPS) integrates 

people, procedures, and equipment for the protection of assets 

or facilities against theft, sabotage, or other malevolent 

intruder attacks. Since PPSs are not radically different and 

share lots of commonalities, there is an important potential 

for reuse and herewith an opportunity to substantially reduce 

the cost and development time, and enhance the quality of the 

developed PPSs. In this paper, we report on the design of a 

product line architecture for a family of software-intensive 

PPSs. With this, we adopt a model-based systems engineering 

(MBSE) approach in which we focus on the architecture 

design of PPSs. We model the corresponding architecture 

view models for the PPS product line architecture and discuss 

the development of specific PPSs.  
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I. INTRODUCTION 

Currently, many physical systems such as airports, rail 
transport, highways, hospitals, bridges, the electricity grid, 
dams, power plants, seaports, oil refineries, and water 
systems, require protection. In this context, a physical 
protection system (PPS) integrates people, procedures, and 
equipment for the protection of assets or facilities against 
theft, sabotage, or other malevolent intruder attacks [8]. A 
PPS provides deterrence, detection, delay, and response 
measures to protect the corresponding facility against an 
adversary’s attempt to complete a malicious act.  Designing 
effective PPSs requires a thorough analysis of the 
requirements and the resources to provide the protection 
that is needed. To guide the analysis and development 
process and properly realize these concerns, dedicated PPS 
methods have been proposed. A PPS method provides the 
step to assess the vulnerabilities of a facility together with 
the corresponding insider or outsider threats, and likewise 
provide adequate protection at critical points of the facility, 
by also effectively using the available resources. 

This paper considers the context of an industrial 
company that is developing a broad range of PPSs for 
different kinds of facilities ranging over different business 
domains. Although each facility that needs to be protected 
is unique, the PPS share a broad range of features and the 
same gross-level structure, or architecture. Developing each 
PPS from scratch is a timely and costly activity. To reduce 
the time-to-market, reduce the cost of development, and 
increase the quality of the PPSs, a reuse-based development 
approach is an important and valuable alternative. In fact, 
reuse has already been an important goal in many industrial 

practices and has also been broadly addressed in the 
literature. Reuse can be done at a small scale for reusing 
small components, and in an ad hoc manner. Yet, it is now 
widely recognized that a large-scale and systematic reuse 
approach can achieve the most substantial benefit. This idea 
has culminated in the product line engineering (PLE) 
approach that is comprehensive and systematic and indeed 
focuses on exploiting reuse over the whole lifecycle 
process. A product line is defined as a set of systems sharing 
a common, managed set of features that satisfy the specific 
needs of a particular market segment or mission and that are 
developed from a common set of core assets in a prescribed 
way[3].  

One of the critical assets in PLE is the product line 
architecture. The products in the product line typically share 
a common product line architecture, and it is thus essential 
to model and document the product line architecture 
properly. The product line architecture is needed to support 
the communication among stakeholders, guide the design 
decisions and the development of the artifacts in the life 
cycle. Explicitly modeling the artifacts in the lifecycle 
process is a recommended practice of the model-based 
systems engineering (MBSE), which focuses indeed on 
creating and exploiting domain models as the primary 
means of information exchange between engineers, rather 
than on document-based information exchange.  

The architecture design, together with the rationale of 
the design decision, is described in the architecture 
documentation. Typically, architecture needs to be modeled 
for multiple stakeholders that have different concerns. 
Hence, a common practice for modeling the architecture is 
by modeling different architectural views, each of which is 
a representation of a set of system elements and relations 
associated with them to support a particular concern. 
Architectural views conform to well-defined viewpoints 
that represent the conventions for constructing and using a 
view. Having multiple views helps to separate the concerns 
and, as such, support the modeling, understanding, 
communication, and analysis of the software architecture 
for different stakeholders. In this paper, we focus on the 
design of a product line architecture of PPSs using multiple 
architecture views.  

The remainder of the paper is organized as follows. In 
section 2, we present the background. Section 3 describes 
the product line scope for product line architecture. Section 
4 describes the adopted architecture framework, the selected 
viewpoints, and the product line architecture views. Section 
5 presents the application engineering process of the 



 

 

product line architecture. Section 6 presents the related 
work, and finally, section 7 concludes the paper.  

II. PRELIMINARIES 

A. Physical Protection Systems 

PPS design is a systematic approach that employs, in 
particular, a systems engineering approach [8][6]. Systems 
engineering is an interdisciplinary approach to translating 
users' needs into the realization of a system, its architecture, 
and design through an iterative process that results in an 
effective operational system [9][11].   

Systems engineering can be applied for developing 
different systems, and as such, the method is agnostic to the 
domain of particular physical systems. Yet, to carefully 
address the specific concerns of PPSs dedicated PPS 
methods have been proposed [6][7][8]10][26]. Based on the 
identified PPS methods, we can state that the design of each 
PPS includes a predefined set of activities, including the 
determination of PPS objectives, the design and 
implementation of a PPS, the evaluation of the design, and 
if needed, a redesign or refinement of the system. Fig. 1 
shows the top-level process of a PPS design method using 
the Business Process Modeling Notation (BPMN). The 
illustrated process can be applied to the case of a new PPS 
design, or an adaptation and enhancement of an existing 
PPS. The resulting PPS design should meet the earlier 
identified PPS objectives within the operational, safety, 
legal, and economic constraints of the facility.   

1. Determine 
Objectives PPS 

2. Design/
Implement PPS

3. Analyze PPS

Key: BPMN

 

Fig. 1. Design and Evaluation Process for Physical Protection Systems 

In this paper, we focus on the design process of the PPS, 
which focuses on its turn on the three key sub-activities, 
detection, delay, and response, as shown in Fig. 2. 

2.1 Detection 2.2 Delay 2.3 Response

Key: BPMN

 

Fig. 2. PPS Design Process  

Specific guidelines are included in the PPS design 
method. For example, PPS detection should be as far from 
the target as possible and delays near the target. Detection 
without assessment is not detection, and thus these two 
should be aligned appropriately. Another guideline 
considers the close association between response and 
response force communications. The PPS should be 
designed with effective communication calls for a response 
to provide the necessary response to neutralize the 
adversarial attacks. These and many other guidelines for 
designing effective PPSs are provided to ensure that the 
designer takes advantage of the strengths of each piece of 
equipment and uses equipment in combinations that 
complement each other and protect any weaknesses 
[8][6][26]. 

B. Product Line Engineering  

In the previous sub-section, we have indicated that a 
systems engineering method is, in general, agnostic to the 
particular domain. In addition to this, the conventional 
systems engineering methods do not explicitly consider 
reuse, which is mostly an implicit concern. In particular, the 
notion of PLE is not well integrated, besides of recent 
studies that have addressed this issue [11]19][20]. 

In the traditional approach which does not adopt PLE, 
usually, a product portfolio can exist, but products are 
developed separately. This means that no PLE practices 
such as explicit commonality variability modeling, a 
product family architecture, and a shared asset base is 
adopted. The usually adopted process is shown in Fig. 3.  

The primary activity in this process is to identify among 
all the already manufactured or delivered products, which is 
the closest one to the requirements and needs expressed 
formally (through a request for proposal or RFP) by a new 
potential customer [19]. Then the selected engineering 
artifacts of the previously existing product are reused and 
modified to completely fulfill the RFP requirements 
through multiple iterations.  

Request for 
Proposal

Gap Analysis

Existing Products

Selected Products
To be reused

Develop New 
Product

New Product
 

Fig. 3. Ad-hoc, non-PLE reuse strategy (adapted from: [19])  

In case the products in the product portfolio share a 
substantial percentage of features, then the single system 
non-PLE based approach is considered less efficient. To 
exploit the potential for reuse, a systematic PLE method is 
then required. Compared to single system development, 
applying a product line engineering approach requires 
additional investments. The initial investment will result in 
a so-called return on investment (ROI). Altogether, PLE 
includes one or more of the benefits of large-scale 
productivity gains, decreased time to market, increased 
product quality, decreased product risk, increased market 
agility, increased customer satisfaction, more efficient use 
of human resources, ability to effect mass customization, 
ability to maintain a market presence, and ability to sustain 
unprecedented growth [1][13][15][16].  

Different product line engineering processes have been 
proposed in the literature. As shown in Fig. 4., the common 
PLE process usually consists of two different activities 
[15][23][18]. In domain engineering, the focus is on 
developing reusable assets, while in the application 
engineering, these reusable assets are used to develop 
products. The terms domain engineering is also called 



 

 

core/reusable asset development, while application 
engineering is sometimes termed product development.  

Application Engineering
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Fig. 4. SPLE Process  

C. Architecture Design 

Setting up a PLE for PPS would require realizing all the 
activities of the process, as shown in Fig. 4. In this paper, 
however, we do not elaborate on the entire product line 
engineering but instead focus on product line architecture. 
Since we are dealing with software-intensive PPS, we will 
focus on the design of software product line architecture.  

It is generally accepted that software architecture design 
plays a fundamental role in coping with the inherent 
difficulties of the development of large-scale and complex 
software. Architectural drivers define the concerns of the 
stakeholders. A stakeholder is defined as an individual, 
team, or organization with interests in or concerns relative 
to a system. Each of the stakeholders’ concerns impacts the 
early design decisions that the architect makes. A common 
practice is to model different “architectural views” for 
describing the design according to the stakeholders. An 
architecture view is a representation of a set of system 
elements and relations associated with them to support a 
particular concern. Having multiple views helps to separate 
the concerns and, as such, support the modeling, 
understanding, communication, and analysis of the software 
architecture for different stakeholders. Architectural views 
conform to viewpoints that represent the conventions for 
constructing and using such a representation. An 
architecture framework organizes and structures the 
proposed viewpoints. 

A recent software architecture framework approach is 
the so-called Views and Beyond (V&B) approach [4][5]. 
The approach distinguishes three different categories of 
viewpoints or styles, including module, component-and-
connector, and allocation styles. Module views deal with 
concerns related to implementation, such as decomposition 
and generalization. The C&C views deal with the 
interaction structure, such as data flow and message routing. 
The allocation views describe how software elements are 

allocated to the environment of the software system, such as 
hardware or development teams. A software architecture 
that addresses the concerns of specific stakeholders is here 
referred to as an application architecture. Application 
architectures can be viewed as specific implementations of 
product line architecture, which is the generic design for a 
family of systems.  

III. PRODUCT LINE SCOPING 

As stated before, the product line architecture defines 
the gross level structure for a family of products. For 
different product portfolios, we might end up with a 
different product line architecture. The products in the 
product line are not randomly selected. Typically, products 
are targeted that are likely to achieve the most economic 
benefit; and can be efficiently developed with the core 
assets either planned or in hand. 

In this section, we focus on the product management 
activity of product line engineering, a sub-process of 
domain engineering for controlling the development, 
production, and marketing of the software product line and 
its applications. The input for product management consists 
of the company goals defined by top management. The 
purpose of product management is to make a significant 
contribution to entrepreneurial success by integrating the 
development, production, and marketing of products that 
meet customer needs. An essential task of product 
management is thus the management of a company’s 
product portfolio, which is defined as the product types that 
are provided by the product line organization. Portfolio 
management is a dynamic decision process that continually 
checks and updates the portfolio according to the market 
and business requirements. The product management sub-
process specifies a product roadmap, which outlines the 
estimated product line and defines the major common and 
variable features of all applications of the product line. The 
product roadmap is, on its turn, provided to the domain 
requirements engineering, which defines the product 
requirements based on which the product line architecture 
will be designed.  

Product management employs scoping techniques to 
define what is within the scope of the product line and what 
is outside. The success of the product line architecture and 
herewith the overall product line process depends largely on 
the appropriate product line scope. If the scope is too large, 
the different product members will typically vary too much, 
and likewise, it will be more difficult to realize 
commonality and variability. The risk is then that the 
product line will collapse into the one-at-a-time product 
development effort. On the other hand, if the scope is too 
small, then the core assets might not be able to 
accommodate future growth, and the product line will 
stagnate. As a result, it will be difficult to realize economies 
of scope and achieve the expected return on investment. 
Scoping should be done carefully to mitigate these risks.  
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Fig. 5. Different Scoping Techniques and the output of each process 

As shown in Fig. 5.  three different forms of scoping can 
be distinguished [1]: 

• Product Portfolio Scoping 

The focus here is on identifying the products that need 
to be developed together with the features the products 
should provide. This process is usually driven from 
marketing aspects and likewise is a topic beyond 
system/software engineering aspects. 

• Domain Scoping 

Here, the boundaries for the domain under consideration 
that are supposed to be relevant to the product line are 
defined. 

• Asset Scoping 

This task aims at identifying the particular 
(implementation) components that should be developed in a 
reusable manner.  

These three product line scoping processes build on 
each other in the sense that each of them refines the 
decisions made on the previous level. Correspondingly they 
can be connected with different stages in the product line 
development process: the product portfolio scoping relates 
to the overall set-up phase and is usually driven by a market 
study.   

The overall product management process at the 
company is shown in Fig. 6. . Based on the company goals, 
the product roadmap is envisioned from which a product 
contract is derived. The product contract is then used to 
develop the system requirements and support the systems 
engineering process. Obviously, in this case, it is harder to 
identify the products beforehand. Thus the product line 
scoping will less rely on product portfolio scoping whereby 
an explicit product roadmap is prepared. Therefore, we have 
decided to aim to apply product line scoping using domain 
scoping and asset scoping. In essence, the product line 
scope includes the broad scope of the PPS domain with 
focusing on particular PPSs (such as railway PPS, highway 
PPS, etc.).   

PRODUCT MANAGERS;

CUSTOMER SYSTEM ENGINEERING DEPARTMENTTOP-LEVEL MANAGEMENT

Define Company

Goals

PLANNING

REALIZATION

 Define

Product Contract

 Define

Product Roadmap

 Define System 

Requirements
 

 Define System 

Design
 

 

Fig. 6. Adopted Product Management Process  

The term PPS by itself is also very broad and includes 
several sub-domains. Further, the relationship between 
domains and systems is often many-to-many. Systems do 
not necessarily cover a whole domain and may belong to 
several domains. For example, an application concerning 
distributed banking practices covers at least the following 
domains: banking practices, commercial bank information 
systems, workflow management, user interfaces, database 
management systems, and networking. Also, a domain can 
be used in several systems, and several domains may be 
scattered under one system.  

Fig. 7.  depicts the overall domain with the identified 
sub-domains that will be considered. In the figure, several 
PPS domains have been identified, but the adopted global 
scope is not only limited to these domains. This decision 
has, of course, also its implications for the product line 
architecture and the product portfolio. We will elaborate on 
this in the next paragraphs and subsections. 
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Fig. 7. Overall Scope for PPS product line 

IV. PPS PRODUCT LINE ARCHITECTURE  

Developing PPS product line architecture requires the 
selection of an architecture framework that is then used to 
design the PPS product line architecture, and based on this, 
the specific PPS application architectures. Fig. 8.  shows the 
distinct architect roles in the overall product line 
engineering process.  
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Fig. 8. Viewpoint definition and view development in the PLE process  

The roles are the following:  

• PL Viewpoint Designer/Selector – the person who 
designs or selects the architecture framework and 
viewpoints for the PL 

• PL Domain Architect – the person who designs the 
product line architecture using the PL viewpoints that 
have been defined by PL Viewpoint Designer/Selector 

• PL Application Architect  - the person who develops the 
application architecture based on the PL Domain 
Architecture Views developed by PL Domain 
Architect. 

Hence for designing the PL architecture, the first thing 
that is needed is the selection of PL Architecture 
Viewpoints. For designing the architecture, we have 
adopted the Views and Beyond (V&B) approach from 
which we have selected the decomposition view, layered 
view, aspects view, client-server view, publish-subscrivew 
view, and deployment views. In the following, we will 
discuss the selected views. 

A. Decomposition View 

The product line decomposition view for PPS is shown 
in Fig. 9. The decomposition view represents the overall 
decomposition of the system as a set of implementation 
units. The decomposition view includes all the modules that 
can be used in the design of a family of specific PPSs. It 
should be noted that the view has been shown for illustration 
purposes and (due to confidentiality reasons) should not be 
considered complete. Further, we have assumed that each 
module represents a software implementation unit, but on 
the other hand, it could also relate to hardware/system 
elements. We have not made a distinction between software 
and system elements. In our future work, we will explore 
this distinction in more detail.  

Each of the modules of Fig. 9 can have their own sub-
decomposition, which has also been documented. Due to 
space limitations, we can not show the complete 

decomposition but provide the decomposition view for PPS 
Detection (Fig. 10).  
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Fig. 9. Product Line Decomposition View for PPS 
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Fig. 10. Product Line Decomposition View of PPS Detection 

B. Layered View 

The layered view for the PPS is shown in Fig. 11. The 
lowest layer represents the Facility Layer that includes the 
physical elements. The Protection Layer accesses this 
facility layer by the use of sensors and actuators. The overall 
business logic with the key functionalities such as detection, 
alarm assessment, alarm classification, and response 
deployment and communication, is provided in the Business 
Logic Layer. This layer also includes the software modules 
for analytics and decision making for protecting the facility. 
Typically it includes the modules as defined in the 
decomposition view. The higher-level layer Application UI 
Layer defines the client applications that use the modules in 
the business logic layer. The architecture also includes a 
side layer Configuration Layer, which includes the modules 
for configuring the modules in the other layers for 
customizing the PPS for various domains.  
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Fig. 11. Product Line Layered View for PPS 

C. Aspects View 

As stated before, we have chosen for a broad scope of 
the PPS product line. This required to design the 
architecture in a generic manner from which we can derive 
many concrete PPSs. However, to support the easy 
configuration and reuse, we have implemented an explicit 
configuration layer, as it is shown in the layered view in Fig. 
11. Part of the configuration requires the implementation of 
aspects to cope with cross-cutting concerns such as logging 
and monitoring [2]. Fig. 12 shows the aspect views with an 
illustration of the key aspects. We have adopted the 
notations as proposed by the V&B approach [4].  

Aspects View

<<Aspect>>
Logging

<<Aspect>>
MessageMonitoring

<<Aspect>>
ThreadMonitoring
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Crosscuts all the queries

<<Aspect>>
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Fig. 12. Product Line Aspects View of PPS 

D. Client-Server View and Publish-Subscribe View 

A software-intensive PPS is digitally controlled and can 
consist of multiple components that are located on 
networked computers. Each PPS can be deployed on 
different platforms and thus a proper platform needs to be 
selected [21]. The computers can be connected by a local 
network and be physically close to each other, or they can 
be combined in a wide area network and geographically 
distant. The components in such a distributed system can 

communicate and coordinate their actions by passing 
messages to achieve a common goal. There are many 
alternatives for the message passing mechanism in 
distributed systems, including the request-reply pattern and 
publish-subscribe pattern [4]. The Client-Server pattern 
adopts a request-reply pattern in which we distinguish 
between server components that provide the services and 
client components that can access these services to 
synchronous, blocking service operations. Alternatively, in 
the publish-subscribe, so-called subscribers express their 
interest in an event, or a pattern of events, and are 
subsequently asynchronously notified of events generated 
by publishers. In our PPS product line architecture, both 
patterns are required and modeled using the so-called 
Client-Server View and Publish-Subscribe View. Fig. 13. 
shows the PPS Publish-Subscribe view [22].  
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Fig. 13. Product Line Publish-Subscribe View for PPS 

E. Deployment View 

The deployment view considers the allocation of 
software modules to hardware nodes. Since we do not have 
a fixed configuration, we cannot directly provide a 
reference deployment architecture view. However, every 
PPS can be considered as a system-of-systems (SoS) 
configuration consisting of multiple systems, which, on 
their turn, can consist of sub-systems, which finally consists 
of components [25]. This generic SoS structure is shown in 
the left part of Fig. 14.  
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Application StructureReference Structure

System of Systems

System

Sub-System
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Fig. 14. Decomposition of PPS systems as System of Systems 



 

 

An example configuration of PPS is shown in the right 
part of  Fig. 14, which represents the configuration for the 
protection of buildings. A building is part of a facility, 
which is located in a city, which belongs to a region, which 
is part of a country. Even for this structure, we could derive 
multiple PPSs that focus on the protection of the mentioned 
system elements (building, facility, city, region, country).  

Each element of an SoS forms a node to which the 
modules of the earlier views can be allocated to realize the 
necessary protection measures. For the example 
configuration of PPS, this implies that the layers and 
corresponding modules of Fig. 11 are allocated to the 
different SoS elements (e.g., Building, Facility, City, 
Region). This is typically done after the modules are 
configured for a particular context. In this way, we could 
have a different kind of system architectures ranging from 
local control whereby all the PPS business logic is deployed 
at the local entity (e.g., Building), to the centralized control 
whereby the PPS business logic is allocated at the central 
entity (e.g., Facility, City, Region, or even Country level). 
In the case of local control architecture, the sensors and 
actuators, as well as the controlled equipment, are within 
proximity, and the scope of each controller is limited to a 
specific system or subsystem. For the given example, this 
would mean that protection is localized for a building, and 
no further notification and protection measures are provided 
beyond the building boundary. Local PPS controllers can 
accept inputs from a supervisory controller to initiate, 
configure, or terminate locally-controlled automatic 
sequences, but the control action itself is determined in the 
local controller. The required operator interfaces and 
displays are also local.  

In a centralized controlled PPS (e.g., building), the 
protection layer (sensors, actuators) within the facility are 
connected to a single controller or group of controllers 
located in a higher SoS element (e.g., City common control 
system). An example view of a centrally controlled PPS is 
shown in Fig. 15. Note that here we have just one level of 
control, that is, the City level. The control could be 
hierarchically allocated to the upper levels of the SOS. It 
can be observed that different PPS configurations can thus 
be defined with the architecture.  
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Fig. 15. Centrally Controlled PPS  

V. APPLICATION ENGINEERING  

Once the domain assets have been developed, we can 
continue with the application engineering process in which 
a specific PPS is designed and implemented. For this, we 
will follow the conventional PLE process, as shown in Fig. 
4. However, the traditional PPS process has been designed 
primarily from the perspective of a single system, and thus 
without reuse. Fig. 16.  shows the integration of PPS with the 
PLE process, which we will use to develop concrete PPSs. 
In essence, the output of the PPS domain engineering 
process are the family artifacts (such as family feature 
model and reference architecture), while the PPS 
application engineering focuses on reusing these artifacts to 
develop a particular PPS.  

PPS Domain Engineering

Domain Requirements 
Engineering Domain Design Domain Implementation

PPS Family Feature Diagram PPS Reference Architecture Views

PPS Application Engineering

Determine PPS 
Requirements

Design PPS Implement PPS

PPS Application Feature Diagram PPS Application Architecture Views

 

Fig. 16. PPS Design Process integrated with PLE Process 

VI. RELATED WORK 

A comprehensive overview of PPS methods is provided 
in several textbooks and reports [6][8][10]. In our own 
study, we have provided an explicit process model that 
integrates the PLE process with the PPS process [24].  

Several reference architectures are related to or quite 
close to PPS architectures. Software-Intensive PPSs adopt 
sensors and actuators to support physical protection. The 
detection is typically connected to a central server that 
assesses and classifies the alarm, and if needed, triggers the 
necessary response. In this sense, PPS uses the notion of 
Internet of Things (IoT) [12] that can be described as 
connecting devices to the internet. Various reference 
architectures have been provided for the IoT. In general, IoT 
architecture is integrated as a layered architecture, including 
device/datalink layer, network layer, session layer, and 
application layer [17]. The device layer includes the 
capabilities for the things in the network. The network layer 
provides functionality for networking connectivity and 
transport capabilities. The IoT layered architecture consists 
of functionality for generic support capabilities (such as 
data processing or data storage), and specific support 
capabilities for the particular applications. In addition to 
these, two side-car layers relating to the other four layers are 
provided. A security layer includes the functionality to 
ensure security over the layers. A management layer 
supports capabilities such as device management, local 
network topology management, and traffic and congestion 
management.  



 

 

An intrusion detection system (IDS) monitors a network 
or systems for malicious activity or policy violations 
[1][14]. In case of an intrusion or violation activity, this is 
typically reported either to an administrator or collected 
centrally using a security information and event 
management system. The latter combines outputs from 
multiple sources and uses alarm filtering techniques to 
distinguish malicious activity from false alarms. In the PPS, 
the detection functionality largely uses the techniques as 
proposed by IDS and IDPS (intrusion detection and 
prevention system).  

Supervisory control and data acquisition (SCADA) is a 
system of software and hardware elements to control 
industrial processes locally or at remote locations.  The 
basic SCADA architecture begins with programmable logic 
controllers (PLCs) or remote terminal units (RTUs), which 
are microcomputers that communicate with an array of 
objects such as factory machines, sensors, HMIs, and end 
devices. The information from these objects is then routed 
to computers with SCADA software, which on its turn, 
processes and analyses the data to support the decision 
making of operators. The PPS is, in essence, a control 
system with various hierarchical levels of control.  

VII. CONCLUSION  

A physical protection system (PPS) is a systems 
engineering approach that integrates people, procedures, 
and equipment for the protection of assets or facilities 
against adversarial attacks. Dedicated PPS methods have 
been proposed that provide the steps for designing a PPS, 
including the critical measures of deterrence, detection, 
delay, and response. For developing multiple PPS, it pays 
off to adopt a product line engineering approach that 
supports the large scale systematic reuse and herewith 
includes several benefits such as reduced time-to-market, 
reduced cost of development, and increased quality. The 
products in the product line share a common product line 
architecture. The architecture, as such, is a key artifact that 
guides the development of systems, and supports the 
communication among stakeholders, guides the design 
decision, and supports the analysis of a system. Proper 
design and documentation of the architecture are crucial for 
the success of a product line.  

In this paper, we have reported on the design of a 
product line architecture for PPS. Earlier PPS methods have 
focused on the overall process but did not consider the 
design and documentation of PPS architectures. In 
alignment with model-based systems engineering, we have 
adopted an architecture framework approach to model the 
PPS product line architecture using multiple views. Each 
PPS architecture view helps to focus on the system from a 
particular concern perspective.  

To the best of our knowledge, this is the first time that a 
PPS architecture is documented using a model-based 
approach. In our future work, we will further develop the 
PPS product line using the presented product line 
architecture, thereby also addressing the other PLE lifecycle 
activities.  
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